**I. Pen-and-paper**



Same procedure as 1 a until calculation

**II. Programming and critical analysis**

|  |  |  |  |
| --- | --- | --- | --- |
| Actual\Predicted | Negative | Positive |  |
| Negative | 419 | 25 | 444 |
| Positive | 18 | 221 | 239 |
|  | 437 | 246 | 683 |

Table : Confusion Matrix Without Early Stopping

|  |  |  |  |
| --- | --- | --- | --- |
| Actual\Predicted | Negative | Positive |  |
| Negative | 389 | 55 | 444 |
| Positive | 5 | 234 | 239 |
|  | 394 | 289 | 683 |

Table : Confusion Matrix With Early Stopping

Two reasons for the only slight observed differences are:

1. The use of k-fold cross validation where the model is repeatedly refitted on parts of the dataset.
2. Early stopping being meant to stop a single model when it starts having increased generalized error.

These make them not very suited to be used together

1. ![](data:image/png;base64,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)

Four strategies that can be used to minimize the observed error of the multi-layer perceptron regressor are:

1. Increase the training sample
2. Early stopping: prevent overfitting by stopping the training when the testing error rate starts increasing.
3. Change the complexity of the network structure and parameters by adding/removing nodes.
4. Regularization: Ensuring the weights keep small, since this indicates a less complex model and therefore more stable and less prone to error from outliers in the input.

**III. APPENDIX**

import pandas as pd

import matplotlib.pyplot as plt

import numpy as np

from scipy.io import arff

from sklearn.neural\_network import MLPClassifier

from sklearn.neural\_network import MLPRegressor

from sklearn.model\_selection import KFold

from sklearn.model\_selection import StratifiedKFold

from sklearn.model\_selection import cross\_val\_predict

from sklearn.metrics import confusion\_matrix

GROUPN = 0

def quest2():

    # Extract Data

    D\_breast = pd.DataFrame( arff.loadarff( "breast.w.arff" )[0] )

    # Elements array

    X = D\_breast.drop(columns=D\_breast.columns[-1]).to\_numpy().astype(int)

    # Results array binarized

    Y = D\_breast[D\_breast.columns[-1]].replace(b'benign', 0).replace(b'malignant', 1)

    stratifiedk\_splits = StratifiedKFold(n\_splits=5, random\_state=GROUPN, shuffle=True)

    clf = MLPClassifier(hidden\_layer\_sizes=(3, 2), random\_state=GROUPN)

    Y\_pred = cross\_val\_predict(clf, X, Y, cv=stratifiedk\_splits)

    conf\_matrix = confusion\_matrix(Y, Y\_pred)

    clf\_es = MLPClassifier(hidden\_layer\_sizes=(3, 2), random\_state=GROUPN, early\_stopping=True)

    Y\_es\_pred = cross\_val\_predict(clf\_es, X, Y, cv=stratifiedk\_splits)

    conf\_matrix\_es = confusion\_matrix(Y, Y\_es\_pred)

    print("Confusion matrix")

    print(conf\_matrix)

    print("Confusion matrix - Early Stopping")

    print(conf\_matrix\_es)

def quest3():

    # Extract Data

    D\_kin = pd.DataFrame( arff.loadarff( "kin8nm.arff" )[0] )

    # Elements array

    X = D\_kin.drop(columns=D\_kin.columns[-1]).to\_numpy()

    Y = D\_kin[D\_kin.columns[-1]].to\_numpy()

    k\_splits = KFold(n\_splits=5, random\_state=GROUPN, shuffle=True)

    clf = MLPRegressor(alpha=0.1, random\_state=GROUPN)

    Y\_pred = cross\_val\_predict(clf, X, Y, cv=k\_splits)

    residuals = np.subtract(Y, Y\_pred)

    clf\_reg = MLPRegressor(alpha=0, random\_state=GROUPN)

    Y\_reg\_pred = cross\_val\_predict(clf\_reg, X, Y, cv=k\_splits)

    residuals\_reg = np.subtract(Y, Y\_reg\_pred)

    plt.boxplot([residuals, residuals\_reg], labels=("Not Regularized", "Regularized"))

    plt.savefig("graph\_ex3")

quest2()

quest3()

**END**